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**Исходная формулировка задания:**

Входные данные: текстовый файлы со строками в формате V1, V1, P, где V1, V2 направленная дуга транспортной сети, а P – ее пропускная способность. Исток всегда обозначен как S, сток – как T

Пример файла для сети с изображения выше:

S O 3

S P 3

O Q 3

O P 2

P R 2

Q R 4

Q T 2

R T 3

Найти максимальный поток в сети используя алгоритм: Проталкивания предпотока.

**Цель работы:**

Создать программу, производящую поиск максимального потока в сети.

**Постановка задачи:**

Необходимо реализовать создание динамически расширяемого орграфа из файла, и найти в нем максимальный поток сети.

**Обоснование выбора используемых структур данных:**

Так как нам необходимо иметь быстрый доступ к информации мы будем использовать собственный контейнер “Vect” основанный на динамическом массиве с реализацией вызова элементов через операторные скобки. Также создадим две структуры Edge и Vertex, первая будет хранить информацию о потоке и проходимости и название вершин, между которыми она расположена. Вторая структура будет хранить информацию о вершине, такую как проводимость, название и высоту. Сохранены все предметы в Vect как уже было сказано для быстрого доступа элементам нашего графа.

**Описание алгоритма решения:**

На каждом шаге будем рассматривать некоторый предпоток - т.е. функцию, которая по свойствам напоминает поток, но не обязательно удовлетворяет закону сохранения потока. На каждом шаге будем пытаться применить какую-либо из двух операций: проталкивание потока или поднятие вершины. Если на каком-то шаге станет невозможно применить какую-либо из двух операций, то мы нашли требуемый поток.

**Организация данных:**

|  |  |  |
| --- | --- | --- |
| **Название** | **Описание работы метода** | **Оценка временной сложности** |
| int getMaxFlow(); | Возвращает максимальный поток в сети. | O(V^(2)\*E) |
| void addVertexs(string filelink) | Функция добавляет вершины в систему из текстового файла, путем прохода всего файла и поиска в системе уже существующих вершин. | O(N\*(K+K)) |
| void addEdge(string flink) | Функция добавляет ребра в систему из текстового файла и позицию вершины в OURvec. | O(N) |
| bool push(int u); | Используется для создания потока из узла, который имеет избыточный поток. Если у вершины есть избыточный поток, и есть соседний с меньшей высотой (в остаточном графе), мы продвигаем поток из вершины в соседний с меньшей высотой. Количество проталкиваемого потока через ребро равно минимуму избыточного потока и вместимости ребра. | O(N\*2) |
| void relabel(int u); | Используется, когда вершина имеет избыточный поток, и ни одна из ее смежных не находится на более низкой высоте. Мы в основном увеличиваем высоту вершины, чтобы мы могли выполнить push (). Чтобы увеличить высоту, мы выбираем минимальную смежную высоту и добавляем к ней 1. | O(N) |
| void preflow(int s); | Инициализирует высоты и потоки всех вершин | O(N) |
| void updateReverseEdgeFlow(int i, int flow); | Функция для изменения ребра в графе. | O(N) |
| int overFlowVertex(OURvector<Vertex>& ver) | Функция для возврата индекса переполненной вершины. | O(N) |

|  |  |
| --- | --- |
| **Название Unit-теста** | **Описание работы** |
| FileNotOpenVertexTest | Проверяем ошибку на некорректность файла при создании вершин. |
| EdgesTestErrorVer | Проверяем ошибку, при которой хотим создать ребра не объявив вершины. |
| FileNotOpenEdgesTest | Проверяем ошибку на некорректность файла при создании ребер. |
| VertexNoCreateTestMax | Проверка вызова максимального потока без созданных вершин. |
| EdgesNoCreateTestMax | Проверка вызова максимального потока без созданных ребер. |
| TrueWorkTest | Правильная работа поиска максимального потока в сети (ожидается 5). |
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Рисунок 1 – результат проверки тестов

**Пример работы:**
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Рисунок 2 – на вход принят некорректный файл

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX8AAADNCAYAAABQMXCtAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABy0SURBVHhe7d29UirN1gfwxXsbFO7AQG+BwkAMJSdAq3adDA32iQi0ysgqCciR1Co1INfaJxEDKW5BAwOx2LfB26un55P56JmBEej/7xTn2YDQPT3D6o+BNaV///7N//79S//5z38IAADM4AT/P3/+qIcAAGDb/Z/6LwAAGATBHwDAQFsZ/Ev75/Tw+kqv6vZwvq+eEc+V9un8QTz+cE77pZJ61LJ//uC85rXbUI8uj877x9UvSaPr39ZNg/rng/I3+/gpmi/4+4KTuqVtzJ/eAaVSg24GTZr26nR4eChvJ/139Wy89/6J/Pv2cKYeWa5Vv/86KDW6mY+f57shUe0otNOzOvQuNTzP8b7uvj7Q+X66TnJV4upvcwYmGTp3Fvf5Sm4/d7/I2woGOElWGR902n/V8Snv+xf5+sWR/6TnBM00gXNt7P2iHZrQ27O6HzCfv1P/RGzbSZ/e53P16PpY9/rF4cHDqLNDw7bb8V7Tb/3g/PFCY2rS72N1f9No1H/vqEY07NGQanS0px5clsTyJ9SrW/umXm/TcKeTuRNaS5t+/BRMe9nHXo7oNni0ZY8e3FGXPWvoVInKzUHk6IJ7Jue5wIHH78G9lncGssxe2jezyTjqiat/XnH1S2r/IGf5qKCRMY/CfzfLYuxwSv13t9N671/47scta3HHd/s4oWrrLFO7utvs3roN//vkOf6S3j+p/vz6o1qZpl/P9DLmQao/+seVbz8W9/lK037yb6+HNCv7O6G49tFpX5v7t9bxp1P/xfd3Z3r2c3HHf9z265TPsm6/7vtHSXq9PXPzHo9WXa02ylJ+6jX/aqdF32pk1xazrKbqZu0ljd6EaDZsOyO/w4sn+TzjynbInVn0pk0a3Pi7aa74oDamthih1GUBV1rBy9740aBJZapSZzRSDeAeQHmXXXTqn4dO/aLa34sP0rP7ATWnXNcTX/BdmYQZl7bnN5oEApKuvbMrtc3q2BO3iyd32/Mef0nvL8XVf++IamWrjT6+plQOWaKIKl/n8yWlaT8eKc/KTieU1D5a2y+EHX9J9bdfUxu7z7WHO9S59wfyaqdDYvqinufmCQT6iO1fRnyK237t/RMh6fXz9z6deo4H7gxa1ZmYZV/S0zy5fcMsBv+qmAravYa4BXt278iOD2Da+bVwAIfhkeEBV/bOjQ68RjerHvjWcUXNqX16ay15fHyRKEGLvfH8gZl5preHhxeycfLSrv+KJbf/rvvB0zzwlmK3IjrdZDw6i1vWms+fiJduwzo1LRH7Y2nHX8L+jqs/L/mUJ2/W8RgVpDMe/7as7afdPonHe8bjT3WMj7cf6gGx+bePC200EYHfDrhhz//89q8OdwBisibi/w3dXDWJhte5BnaJa/5hPXsmcmRYpubAHpHbo/Qd+uX9AEy/nKDAO/KiqJFrEt36/7Bys0PNsv8g1rV4UtB/grUoHy/jTJ0qDwDkaNGe9XmnvEs4/mLf3yOs/jyy5SWfiZoa8Xu/TdxRt2MJx3+m9tNoH53tz3z88eBh9k2f6q7lk77FzKSyq+5q+sntX7WP22saUlX8b0jXno4yi9TLPpnJUYw4KDwnA63bmgT3JBtSf57y1XtTcRDfay2XefHI4sS3bSlmTTySFYfkQcYBuxfX43FSpdZZ+l7VmQHaJzTtD+iS9l/k+3uE1l+ObHli7QYXuT6b8O2ULLTbT9ZpRuMXEUQ02ydp+zMff5/fNCtXxLzBa5cqon7f/h7BJQP2lL4CMTDT8bOk7V81e+lpGUvOSw/+n9+z0APaHulkns7/sE2q//zpwloPzdABZGW1Dwc3f5n7513ffeekWcLJ8mfxZr7jSH44/R/ovbMWVWdj4tgVxMtLL2P33Mmy91/w/YMW6i9HtkO5lm8HFrlEqbs+r0R9voIWyg/gZQ7+SnR58iiDW9r2idv+uOMvsv7y/IN//x7fdCL3Lzv+zfVXy2gBUdu/rPgUtf1J+4fb3TphHT6rjns9f4160JxS7/KZni97NKl2FpbldY8Plrjm7z27rMOaloheKWRq9HypekvP+xfVczpBR5Q5aMohmK/8pOdZnvovo/w0rCkqfwBHkd/IWLanC3USzjN1vqK7bDOj5zt5HNmfRf5wXtZ7NPV8k0GeGFXr49728z0vPii2Ze0/+xZ8f59A/Y8PqjQbvzhLOlLghKuOuM+XT6B8i/tFiNFInTj1rMvHtU/a7Y86/qLqz8H09tS/fzs7nvMfim/mxCdno84rhG5/9viku/3a+ydC1Os58I/EVHHSs07wys9DT8y1RXvotG8YJHaDtSUP+Nb3QgDYFD9d/01vPy8OvnwiufLonvBNsk3bvwoI/gCw9rIEf4hX3AlfAABYGwj+ALD2+JwA/z4Eo/7lQfAHADAQgj8AgIEQ/AEADITgDwBgIAR/AAADIfgDABgIwR8AwEAI/gAABkLwBwAwEII/AICBEPwBAAyE4A8AYCAEfwAAAyH4AwAYCMEfAMBACP4AAAZC8AcAMBCCPwCAgRD8AQAM5Av+je4rvb66t4fzffWMPt97PJzTfqmkninGT5dfKu3T+QOX36VGwWUDAOjyBf+ni0M6PLRu9XqPps0BdRv6AYwDb2dnSO16Xby+TUNq0uDmWD27ej9dfqnRpdHoimg8UY8AAKynyGWf+fyJ3kQM2/m1px6JVyo16KA6o+H1Lb3P5/Jq+7fXQ5pVW3S+r9eBuKNm96bb+aymfP3RO7/2rEXUq5/S7Zd6EABgTUUG/9L+ObWqE3q8/VCPJDg+oCpN6Uv9Ob/+ftCksvhfZdd6LMne2RU1pz1n9sG3i6e5ejZBzvJl8L4fUG3cdspuD3eoc3+mtXTEnU3/5IKeRMcDALDuFoK/vWY+EoGThnfpgtnsmz73zuhBvr5G43abhjP1nK7qQfa18jzl7x1Rrezv7D5uH2lSrtGR3uQHAGBjLAR/77r/Y2VAr92GekZDuUkDGXTr4vUnpDtpsL33T6zR9mhkLbsEyubRPAf2yGWZPOXvVqjMnYe6a/mk75k7c0gsHwBgQ0Qu+7Bna9Ff7xszn9/Eg+xJ75T672q2IEfTM/r2R9RY3AFwxyNP2O50fB3A/L1PJ6pjsm6eZZa85fPryxXyrxDtUsXz+tjyAQA2SPSavzyBWSWafskTqEk4MD6KvqLactfIj383qTx5dINxCryG/jLWXzPKXf7HC41nVWqduWs8xzcdqs7G9JJyBgMAsO5K//79m//9+5f++9++POHZLKtnhNmwTSf9d3UvmX3S1HmPSY8OL57UnXgLr2WzIbVPrW/v6MhTPuNvDN2MRMBX99OWL79q6rzYNqFe/RIzBABYK07w//Pnj3oIAAC2XeyaPwAAbCcEfwAAAyH4AwAYCMEfAMBACP4AAAZC8AcAMJAv+Pty4Ysb8vmnw78T6Npli1uW9gMAKIIv+COffz78i2DqcV4h0X7tIVHzSjudNABAkSKXfUzL52+X3W14R+8PqYI3d55OCmqZLqJMNaQEBYA1FBn8Tcvnb6t23NG7NXjXy+e/iJPCcWokJAYCgPWzEPztNXPj8vkrExH47Q4nTz5/KynckO6e1QMAAGtkIfgbm89fg24+//3zB+p4lqAAANZN5LIPMyqff5i9X7TjWUrSyefPgV9OmtqeegAArJnoNX9Oj2xSPv8Q1uvftJe+So0uAj8AbATk81dCy0/1+sC1ABzI5w8A6wf5/BU7+Fce3RO+AADbKnbNHwAAthOCPwCAgRD8FT7B3D9J8aMyAIANhuAPAGAgBH8AAAMh+AMAGMgX/H258MVtE/P581c2rcyg4akXVmkZ7QcAUARf8N/0fP78C9vR6IpoPFGPFCtv+wEAFCVy2Wc98vnrj97lj7RanI35lG6/1IMZBEfvWWcvadsPAKBIkcG/6Hz+9i9sa+O2M3qWGT7v9fLpW1/VXEy0loacuZB7PYF6L/sMInX7AQAUaCH42yPfwvP5ywyc/mCZJ59+Ws7MJWcC/lztBwBQkIXg/2P5/HcrVObOQ921fNL3zJ056ObTzySQvjmMTvm52g8AoCCRyz6s0Hz+/PpyhfwrRHwpRPf1Ovn0l2nv1476lyVt+anaDwCgQNFr/vIEaoH5/OUFz6vUOnPXeKxLIY7ppYhl80D5Vm5+b37ndNK2HwBAkdYmnz9byImfMp+/PGG7kFBfP5++e5Ja4LIfKzRofWvVYWHbhbTtBwBQFOTzjyF/N6AZ/AEANknsmj8AAGwnBH8AAAMh+MeYP13Q4UkfSz4AsHUQ/AEADITgDwBgIAR/AAAD+YI/f8++60lfgHz+6Syj/QAAiuAL/vyLWupxXp5DqreHRM0r7XTMTP7IyuB8/nnbDwCgKL7gz0nJLp7UN1tkuoMy1TRTam56Pn+77G7DO3p/SBW887QfAECRYtb8Oakap6bRTKyzBfn8WbXjjt6twbte+YtSth8AQIEig7+VVG1IqdLbb3A+f9tEBH579J6n/EztBwBQkNDgv3/+QB3PEo62Tc7nr0G3/MztBwBQkIXgz4FLXoSq7cnLr2ML8/kHL/CiU37m9gMAKJAv+Fs57LMFro3P5x/Cqv+bdgeTp/0AAIrkyef/P38ufUeKfPjqpO0m5vNfqDtLUf+Fujv02w8AoCjI56/Ywb/y6J7wBQDYVjFf9QQAgG2F4A8AYCAEf8X6kZjnF7oAAFsMwR8AwEAI/gAABkLwBwAwkC/4b3o+/3XJp++kgfiB6xkAAOjwBf9Nz+e/Dvn05e8Frpo0nfzMNQUAAHT4gv9P5vPnoPnT+fQ5Lw/PFvi/WWcPe2dXossb0t2begAAYA3FrPkXm8/f9tP59MvNAQ1qY2v2knL2wNssBv2yA/yhdEQAAFoig3/h+fyVH8+n780n9PElujN9nAhORH4kdQOAtRca/DPno8+Tz19DIfn0p1/Oa+bzJ7oQ22EH87jyOaMnn++4XvZGAwCswELwz5yPPm8+/zBrlk8/rvzjg6rV+Y1GsmMYcXpRdb/byLJsBQCwOr7g/6P5/ENsUj59PtnsdgqHVO+JxuAlpDqyhALA+nGCv8xHL5Phl6k5sEavcUsrYZ4v1dc71ei3Q+ny+bNqxy07zeuXUX8AAFOsTT5/5NMHAChO5Ld9AABgeyH4AwAYaG2CP/LpAwAUByN/AAADIfgDABgIwR8AwEChwT9PPvqfzOfvK1vckM8fACDcQvDPk4/+p/P5e39lW6/3aNocFJ5aAfn8AWATLAT/rPno8+bztwVH71lHz5yU7U3E351fyOcPABDkC/658tEvIZ+/nDlwSgdvfpyMuPxWdUKPKbNsIp8/AJjAF/xz56PPkc/fmTmkTsDvZ88cRjLD2512UjgH8vkDgAGc4L+UfPR58vkH0jeHcU6kOrfFpG3edf/HyoBeuw31jCbk8wcAAzjBP3c++hXk89/7taP+ZdHJ5+/1bC36L+0bN8jnDwDbwgn+efPR587nLy+4XqXWmXWC1srNX5b/zkJ+66YlArBnJL9KyOcPAJvEt+afV558/va3g6g5sEbOrW9qpzjhy8H+/MFdkhmNBlQbt1NfTwAAwARrk88/DI/+ZSdgn4AFAIClWOrIHwAANgOCPwCAgdY6+M+fLujwpI8lHwCAJcPIHwDAQAj+AAAGQvAHADCQL/hzfp2u+p4837Lkw/dl5dzAfP78HlmvA+DNBpqnDgAAq+YL/sc3HaIe5+U5TJ3RksmsnIbn858N204d+HbSf1fPAACsD1/w5+DppCKQ6RbKVDvSy4e/6fn87VG7lZLH+pWxvKVNDAcAsAFi1vx3qVLm1DiaWSo3PJ//e/9Elmml5PGM3pEeAgC2UGTw5yWg6mxIqdLrb0M+/5x8swZcwxcA1lRo8OclkI5nCUfbNuTzj5FUvj17sG+9qWiPezfLKQDAulgI/hz45aC57cnLr8PwfP5hZPnlCmmuegEAFMYX/K0c+hkCv7At+fw/v2dUrh3l7jCc8idvhS89AQAkcVI6//e//6ObUYdEuAqYUK9+qRXAZMC7H5ATsyf6+fyZe5JY4AuhPFZooJnSeaFsgU/cpv2qZdZtWFb5AABFQD5/AAADxXzVEwAAthWCPwCAgdY6+COfPwDAamDkDwBgIAR/AAADIfgDABjIF/yDGTU3LZ+/zUnDkKF8rj/y+QPAtvMF/7z58GVWzh/M58/kj62umjSdZM8Imgfy+QPAJohc9kmbD38Z+fx55MwjZe8IOu3Iee/sSnQ5Q7p7Uw9osstEPn8AMEFk8E+bD38Z+fwZB95BbWzNHlJeTYzLFIN+2QGlSSjKkM8fAEyyEPxz5cPPkc/fwTl97HQOH1+iO9HHieRE5E+dlG6ZkM8fADbBQvDPlQ8/Tz5/mycLJy89XYj3sYO5cyLXubn59DkPEJ9vuM5UqJ648hny+QPApohc9mGp8uGvIJ9/UFw+/eMDuVhPg9FIBuaRtXgv7y/rIu7I5w8A2yJ6zZ+/NZMiH37ufP45eWcsfJPX/+UlpHrdvSi9BuTzBwATOMGfg9X5g7ukMRoNqDZupzrh+Xypvt6pRt/yYuwbdsL04/batw26y17LaD8AgKKsdT5/AABYjdg1fwAA2E4I/gAABkLwBwAwEII/AICBEPwBAAyE4A8AYCAEfwAAAyH4AwAYCMEfAMBACP4AAAZC8AcAMBCCPwCAgRD8AQAMhOAPAGAgBH8AAAMh+AMAGAjBHwDAQAj+AAAGQvAHADAQgj8AgIEQ/AEADFR48C+V9un84ZVeH85pv1RSj66X0v45PbyKOqrbw/m+fHz//MF57LXbkI8VbRPaDwDWH0b+AaVSg24GTZr26nR4eChvJ/13+dx7/0Tebw9n8v628XVu6mZ3fACwXQoP/vP5O/VPRFA96dP7fK4eXSN7v2iHJvT2rO6vmVW332zYdjo9b8cHANvFCf6lRpdeu+fWkoIY8XUbDerK0d8Dne+7ywuNrndk2KWGWnqwl0q8I0Xrb92/iVs2SSrfXu7oNty6yNeo5Q/d+q+SsyQjy+VbYNtDloq4jXRH10nLTovl+9sLAMDmH/lXm1R5rFNvIv7ZadF3u03DWZkqu9bTHHwO3tzlkN6kSp37Mxl85+99Om0PiZpXVrAWnUGrOqNh+5Ke1Ag1cdkkofxEOV5vB9bRoEllEts1GqkA6gbwOBx4z+4HVBu7I+f2cMdpn4+vKdHOr9B1+unXh/pXvKT22zu7oua055TPt4unNZxdAcCP8wf/2ZDunok+v0VwmTzSrYpJO7/25H85+HiDyfObiLIe3AFcy/h/QzdXTaLhNfXfUwSfhPIT5Xi9HVjrogOb0YR6dbuTu3A6r1h7R1QrT+jRLlT4uH2kSblGR1z857d4Xwt3NDza5w7j1456cFmqB1qdVZRyc+DMGnBSGWB7pVrzD34LZtSpqmdcH7fXNBQj56r4/2tPINx6uxUqz77pU921fNK3PfP4+KJpuUK7tEdHlSlNK0fiX2xG3/4XZcYdmJxt2LOWlN9IsjtA+9abNmmgZi4AsF20g79c1pCjeXdZo87rKwH20oMMHDfH6lED8MheBnevXaqUA8FdzBAq33f0Rjwj4OenpLnqo8WZwdTbNNzppO4AvOTMbmGbAGAbpBj5c6By16flVyIDI38+6TpoTql3+UzPlz2aVDtLO+HI33LhZfPqgdWh8CzkPmTm8WM+Xmg8q1LrzF1iOr7pUHU2phfZZDwL2KGD3zXiaP/8NqXa7wPaWZgtLAe318s4/NyADtnZt0T7Tt70lr0AYKNoB//5/IkuxUi/2rGWFEajFn33eH3cwoGfl4EmPesEr/fvuQPwfhNl0BS9iOgY0i5NPN+J8tTrRoMKPcr1+WIk1Z+D7e1pj6aeNfPOzpDap7fyK5lW51WmanVqfY30+Y2m1SqVp19aX9lMKt/7vH0b1MbUFh2xjuDrRyN18vriSf0FAGyT0r9//+Z///6lP3/+qIcAAGDbpTrhCwAA2wHBHwDAQAj+AAAGQvAHADAQgj8AgIGWGvzTJClbRz9d/01vvyQ4PrbbKtvH/iryKhMVmrZ/F4K/zI7p+a54msbg7+FT7Sg0HYCVGsKfJI1/KNYtMOtmkrj625wUFxnz3sQdYDrlb7JN376k+of91mIVwSTsGAwGR6cuBeZnSv78+9smz6/PV8G0/esL/pxwbNTZoWHbzdx5Tb/1gzP/ypWa9HtTszpo1H/vqEY07NFQpmdQDy7Lprdfki0+PvjDGMzqyrdlXw9BlnPVpOlkMbWKl0yzIo5S+0eGhUjcv27CRCf9SIGdUyLD9q8T/HkU/rtZpknv1JeJ871/4bsf1+PIX7k+TqjaypYMzHlvT88anObxyNl5PlAHO1umnZ6Zb96eOen9k+rPrz+qlWn69UwvYx4k+KN/XPn2Y5yRwpc50zP60Sk/rv6Lz3uut6Ce8/2953oILKn9WNLMMG7/JG2fTvlR7+9un30dB775Z5Vx7cOS2je+/v70J1Ei68/tqnE9CvtDf/emHgjBI8crTrPiCQzWaDLQHoHHkto/X/v4yb+9HtLMznqrxB0/lj1PHdy66xzfYfXnm/0a0/avO/Jf1hWsnt/cNMYp2UnhvD2rN4U0N2yH3OfDksdxYB1wWgMxwuD0zPb1BVjS+0tx9Vdpm7mNOD9/OWSKGFW+nXCNc+H5rpYVTJ8QU35c/fnAjruegK649uMDODgz9I58dPZP0vERV77O+1c7HRLDS/m89XJr+3XaJ8/xwelMOA+enc4kTGL9E65HYX3oOVP6LUWHoD1r5KjSrDh4VCveyztg4VlsefLoG9yt9PMTFKiT3v4dyDbi5+u9KTUHN9opzI9vBk795cxjZn0Wfdtg0P51gz+nJFb/jMO9Y9xlBLmReOmsmXVuH5GPnmcmB3xxGE7Yr/Aa3Sz49zPPVIjTKKuHHQn57uPqbzWmSnQWdZAnlZ8gsf2i6p90PQFdMfU/PqiKp8Ov0aC7fxK3L6J83fefiMBvf5h926/bPjmOj6cLK9Otnf/KO6vTqn/C9SiOfydfI4ODI3dwwaBsj2rtAQt3hjyLnQRHeyv8/MTJsn/lZ1AMWXUu98Hby9fOsLeX24MTH5YDV3oyaf8unPBdho+X8cJO0xGbj17OTMqip1fPiZt11a3AzvckSuMdeXF44jSmbr77sPoHG5Pf+23i72mlmPJ1RbVfbP2TriegK6L+9ocnctqru3+E2OMjqv1SvH8ojfbJc3zY5k8XamRpZbV1pv4568+zLk4UmHSNjEnPSi4YOjr1Dli4M+TlhUBsWNXnJ1He/ZuAg6MvK7D6PM9CLqZhyv51g7/sRauk2iYXvqLX48Sf3lgXH2DOtMybj16OQkTP6llysG7pgmvk+3uE1l+OHLnndXeuXL+P+XZAVnHtF1l/3esJ5BR5VbQU+yfT8ZFl/8sPpLpegmb7ZD4+AjhwXrbFyM/+MOY8fnnWJebsNFCBV15ISd33B4JnlU333lmusXGd7AGL/OLC+MUJBLqW1T6S/EzNRDXEDlrS5zuRnRV4ZC0BhZ2wNWX/OsHfeiG3jf9N98+7vvvcY8qTFqEnY1x8IRBfYJSN42/QvbOWJ9+9nz0ts9kblnY6GSX4/kEL9ZcjRzFlqrs7l9dEgyeskvCUT6fDWCg/YKH+cs3P377e6wksjHz2010PwS6v3PwdPiJKuX+Sti8oy/7nabSzTJfQPkGpj48QcpnQaf98xy8vOXiDiryQkjoeF5YAxOhULteHrIfzUgSv41/Vpr4lsLTytg8vk9zwyFitSWfav7z/nNfHH9/Wsoz38qziFpOufPv3L9H/Axz/rVerMA3vAAAAAElFTkSuQmCC)

Рисунок 3 – пример правильной работы программы

**Код программы**

**main.cpp**

#include "Push.h"

using namespace std;

int main()

{

Graph mg;

string flink;

cout << "Enter file link - ";

cin >> flink;

try

{

mg.addVertexs(flink);

mg.addEdge(flink);

}

catch (invalid\_argument error)

{

cout << error.what() << endl;

}

cout << endl;

try

{

cout << "maximum flow is " << mg.getMaxFlow();

}

catch (out\_of\_range error)

{

cout << error.what() << endl;

}

return 0;

}

**Vect.h**

#pragma once

#include<iostream>

#include<stdio.h>

using namespace std;

template<typename T>

class OURvector

{

public:

OURvector()

{

arr = nullptr;

sizeArr = 0;

}

~OURvector()

{

delete[]arr;

}

void push\_back(T data)

{

if (arr == nullptr)

{

sizeArr = sizeArr + 1;

arr = new T[sizeArr];

arr[sizeArr - 1] = data;

}

else

{

sizeArr++;

T\* tmp;

tmp = (T\*)realloc(arr, sizeArr \* sizeof(T));

if (tmp != nullptr)

{

arr = tmp;

arr[sizeArr - 1] = data;

}

}

}

T& operator[](const int index)

{

return arr[index];

}

int size()

{

return sizeArr;

}

T back()

{

if (sizeArr == 0)

{

throw out\_of\_range("vector size equal 0!");

}

return arr[sizeArr - 1];

}

private:

T\* arr;

int sizeArr;

};

**Push.h**

#include<iostream>

#include<fstream>

#include<algorithm>

#include"Vect.h"

class Graph

{

public:

Graph();

~Graph();

// возвращает максимальный поток от s до t

int getMaxFlow();

void addVertexs(string filelink)

{

fstream file(filelink, ios::in);

if (!file.is\_open())

{

throw invalid\_argument("Error - file not open");

}

while (!file.eof())

{

char symb = ' ';

Vertex dt;

file.get(symb);

bool verNew = true;

for (int i = 0; i < ver.size(); i++)

{

if (ver[i].name == symb)

{

verNew = false;

break;

}

}

if (verNew == true)

{

dt.name = symb;

ver.push\_back(dt);

}

file.get(symb);

file.get(symb);

verNew = true;

for (int i = 0; i < ver.size(); i++)

{

if (ver[i].name == symb)

{

verNew = false;

break;

}

}

if (verNew == true)

{

dt.name = symb;

ver.push\_back(dt);

}

while (symb != '\n' && !file.eof())

{

file.get(symb);

}

}

file.close();

}

void addEdge(string flink)

{

if (ver.size() == 0)

{

throw out\_of\_range("Error - Vertex no creates");

}

fstream file(flink, ios::in);

if (!file.is\_open())

{

throw invalid\_argument("Error - file not open");

}

while (!file.eof())

{

Edge dt;

file.get(dt.uName);

file.get();

file.get(dt.vName);

file.get();

file >> dt.capacity;

for (int i = 0; i < ver.size(); i++)

{

if (ver[i].name == dt.uName)

{

dt.uNumb = i;

}

if (ver[i].name == dt.vName)

{

dt.vNumb = i;

}

}

edge.push\_back(dt);

file.get();

}

cout << endl;

for (int i = 0; i < edge.size(); i++)

{

cout << edge[i].capacity << " ";

cout << edge[i].flow << " ";

cout << edge[i].uName << "-";

cout << edge[i].uNumb << " ";

cout << edge[i].vName << "-";

cout << edge[i].vNumb << endl;

}

}

struct Vertex

{

char name = ' ';

int height = 0;

int e\_flow = 0;

};

private:

struct Edge

{

int flow = 0;

int capacity = 0;

char uName = ' ';

int uNumb = 0;

char vName = ' ';

int vNumb = 0;

};

OURvector<Edge> edge;

OURvector<Vertex> ver;

bool push(int u);

// Функция для перемаркировки вершины u

void relabel(int u);

// Эта функция вызывается для инициализации

// предварительный поток

void preflow(int s);

// Функция для изменения края

void updateReverseEdgeFlow(int i, int flow);

// возвращает индекс переполненной вершины

int overFlowVertex(OURvector<Vertex>& ver)

{

for (int i = 1; i < ver.size() - 1; i++)

{

if (ver[i].e\_flow > 0)

return i;

}

// -1 если переполненная вершина отсутствует

return -1;

}

};

Graph::Graph()

{

}

Graph::~Graph()

{

}

void Graph::preflow(int s)

{

// Делаем h исходной вершины равным no. вершин

// Высота остальных вершин равна 0.

ver[s].height = ver.size();

//

for (int i = 0; i < edge.size(); i++)

{

// Если текущее ребро идет от источника

if (edge[i].uNumb == s)

{

// Поток равен емкости

edge[i].flow = edge[i].capacity;

// Инициализируем избыточный поток для соседнего v

ver[edge[i].vNumb].e\_flow += edge[i].flow;

// Добавить ребро из v в s в остаточном графе с

// емкость равна 0

Edge ed;

ed.flow = -edge[i].flow;

ed.capacity = 0;

ed.uNumb = edge[i].vNumb;

ed.uName = ver[edge[i].vNumb].name;

ed.vNumb = s;

ed.vName = ver[s].name;

edge.push\_back(ed);

}

}

}

// Обновление обратного потока для потока, добавленного в ih Edge

void Graph::updateReverseEdgeFlow(int i, int flow)

{

int u = edge[i].vNumb;

int v = edge[i].uNumb;

for (int j = 0; j < edge.size(); j++)

{

if (edge[j].vNumb == v && edge[j].uNumb == u)

{

edge[j].flow -= flow;

return;

}

}

// добавляем обратный край в остаточный график

Edge ed;

ed.flow = 0;

ed.capacity = flow;

ed.uNumb = u;

ed.uName = ver[u].name;

ed.vNumb = v;

ed.vName = ver[v].name;

edge.push\_back(ed);

}

// Чтобы вытолкнуть поток из переполняющейся вершины u

bool Graph::push(int u)

{

// Пройдите через все ребра, чтобы найти соседний (из вас)

// к какому потоку можно подтолкнуть

for (int i = 0; i < edge.size(); i++)

{

// Проверяет u текущего ребра так же, как задано

// переполняющая вершина

if (edge[i].uNumb == u)

{

// если поток равен пропускной способности, то нет толчка

// возможно

if (edge[i].flow == edge[i].capacity)

continue;

// Push возможен только если высота смежных

// меньше высоты переполняющейся вершины

if (ver[u].height > ver[edge[i].vNumb].height)

{

// Поток, который нужно протолкнуть, равен минимуму

// оставшийся поток на краю и избыточный поток.

int flow = min(edge[i].capacity - edge[i].flow,

ver[u].e\_flow);

// Уменьшаем лишний поток для переполняющейся вершины

ver[u].e\_flow -= flow;

// Увеличить избыточный поток для соседних

ver[edge[i].vNumb].e\_flow += flow;

// Добавить остаточный поток (с емкостью 0 и отрицательным

// течь)

edge[i].flow += flow;

updateReverseEdgeFlow(i, flow);

return true;

}

}

}

return false;

}

// функция для перемаркировки вершины u

void Graph::relabel(int u)

{

// Инициализируем минимальную высоту соседней

int mh = INT\_MAX;

// Находим соседний с минимальной высотой

for (int i = 0; i < edge.size(); i++)

{

if (edge[i].uNumb == u)

{

// если поток равен емкости, то нет

// перемаркировка

if (edge[i].flow == edge[i].capacity)

continue;

// Обновляем минимальную высоту

if (ver[edge[i].vNumb].height < mh)

{

mh = ver[edge[i].vNumb].height;

// Обновление высоты вас

ver[u].height = mh + 1;

}

}

}

}

// основная функция для печати максимального потока графика

int Graph::getMaxFlow()

{

if (ver.size() == 0)

{

throw out\_of\_range("Error - Vertex no create");

}

if (edge.size() == 0)

{

throw out\_of\_range("Error - Edges no create");

}

int s = 0;

preflow(s);

// цикл до тех пор, пока ни одна из вершин не будет переполнена

while (overFlowVertex(ver) != -1)

{

int u = overFlowVertex(ver);

if (!push(u))

relabel(u);

}

// ver.back () возвращает последнюю вершину, чья

// e\_flow будет конечным максимальным потоком

return ver.back().e\_flow;

}

**UnitTest1.cpp**

#include "pch.h"

#include "CppUnitTest.h"

#include "Push.h"

#include "Vect.h"

using namespace Microsoft::VisualStudio::CppUnitTestFramework;

namespace UnitTest

{

TEST\_CLASS(UnitTest)

{

public:

TEST\_METHOD(FileNotOpenVertexTest)

{

Graph myGr;

try

{

myGr.addVertexs("test.txt");

}

catch (invalid\_argument error)

{

Assert::AreEqual("Error - file not open", error.what());

}

}

TEST\_METHOD(EdgesTestErrorVer)

{

Graph myGr;

try

{

myGr.addEdge("C:\\Users\\Art\\Desktop\\test.txt");

}

catch (out\_of\_range error)

{

Assert::AreEqual("Error - Vertex no creates", error.what());

}

}

TEST\_METHOD(FileNotOpenEdgesTest)

{

Graph myGr;

myGr.addVertexs("C:\\Users\\Art\\Desktop\\test.txt");

try

{

myGr.addEdge("test.txt");

}

catch (invalid\_argument error)

{

Assert::AreEqual("Error - file not open", error.what());

}

}

TEST\_METHOD(VertexNoCreateTestMax)

{

Graph myGr;

try

{

myGr.getMaxFlow();

}

catch (out\_of\_range error)

{

Assert::AreEqual("Error - Vertex no create", error.what());

}

}

TEST\_METHOD(EdgesNoCreateTestMax)

{

Graph myGr;

myGr.addVertexs("C:\\Users\\Art\\Desktop\\test.txt");

try

{

myGr.getMaxFlow();

}

catch (out\_of\_range error)

{

Assert::AreEqual("Error - Edges no create", error.what());

}

}

TEST\_METHOD(TrueWorkTest)

{

Graph myGr;

myGr.addVertexs("C:\\Users\\Art\\Desktop\\test.txt");

myGr.addEdge("C:\\Users\\Art\\Desktop\\test.txt");

Assert::AreEqual(5, myGr.getMaxFlow());

}

};

}